Abstract - Future planetary and deep space exploration demands that the space vehicles should have robust system architectures and be reconfigurable in unpredictable environment. The Evolutionary design of electronic circuits, or Evolvable hardware (EHW), is a discipline that allows the user to automatically obtain the desired circuit design. The circuit configuration is under control of Evolutionary algorithms. The most commonly used evolutionary algorithm is Genetic Algorithm. The paper discusses on Cartesian Genetic Programming for evolving gate level designs and proposes Evolvable unit for 2-bit adder based on Genetic Algorithm.
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I. INTRODUCTION

Digital reconfigurable circuits implemented using FPGA suits many different area of applications. Generally reconfiguration sequence is determined at design time. To adapt the system to a new environment needs totally new configuration of hardware that was not considered at design time. Evolvable Hardware is the field that is associated with dynamic adaption of hardware using bio-inspired techniques like Genetic Algorithm (GA). GA is a stochastic search method that operates on a population of potential solutions and applies the principle of survival of the fittest to produce better approximation to solution.

Evolvable Hardware (EHW) is useful broadly in two areas: (1) for automatic generation of new solutions and (2) implementation of autonomous adaptive devices. For case (1), the evolutionary algorithm (EA) will be used in design phase and this approach is applied in this paper. For case (2), the EA is responsible for continual adaptation of a device in changing environment or for automatic functional recovery [3] of a device after damage.

As a case study 2-bit adder circuit for FPGA at the level of VHDL is designed. The structure of the digital circuit is encoded into one-dimensional genotype like in Cartesian Genetic Programming (CGP) and represented by a finite string of bits. The types of gates used are Wire, AND, OR, XOR, NOT and its combinations.

The paper is organized as follows. Section 2 is about FPGA for evolvable hardware and GA. Section 3 is about Virtual Reconfigurable Circuit and its implementation using CGP. Section 4 describes the proposed evolvable unit for 2-bit adder. Section 5 Experimental results. Section 6 is about discussion and conclusion.

II. FPGA FOR EVOLVABLE HARDWARE

Implementation of Evolvable system using FPGA is cost-effective and flexible. Currently Xilinx is the most popular platform for implementation of Evolvable systems. There are various approaches for Xilinx FPGA to use it for re-configuration [4], [5]. The FPGA based EHW can be done using one of two options:

(1) The FPGA serves in the fitness calculation only. The EA executed on a personal computer, sends configuration bits to FPGA in order to obtain fitness values.

(2) The entire system is built on FPGA. In a case of EHW, the chromosomes are transmitted to the configuration bit streams and the configuration bit streams are uploaded into the FPGA. Each configuration bit in the chromosome defines some architecture feature of the reconfigurable hardware. A bit might give the state of switch that connected to circuit components and every candidate configuration
must be checked for fitness -which measures how closely it matches a target response[6],[1]. There are two different ways of checking fitness, but which is method used depends on whether the evolution is done extrinsically or intrinsically:

1. **Extrinsic evolution** in which a software circuit simulator is used to evaluate circuit configuration.

2. **Intrinsic evolution** in which circuits are sought using a hardware accelerator. Every chromosome is downloaded and physical testing measures fitness using hardware.

In most of commercial system such features as flexibility, scalability and implementation easiness play vital role selection of appropriate design. The flexibility defines whether the system accepts to evolve different kinds of problem. The scalability defines the capability of a designed system to able to scale from evolution scale from evolution of small tasks to larger problem without significant modification in the structure. And finally implementation easiness that define how easy to implement the desired solution. These three parameters will give a high priority in development of an EHW implementation [9], [4].

The proposed FPGA-based Run-Time Configuration System is divided into two parts: Evolutional strategy and Reconfigurable Hardware [4].

The reconfigurable hardware is used as the target to evolve. It executes the desired functionalities. The fitness function calculation is also partially implemented in this module [4]. Es block is composed of the implementation of evolutional Strategy itself, the fitness value evolution, the chromosomes back-up and the communication protocol management in order to configure the evolved target (Reconfigurable hardware). This system will allow using the smallest number of gates possible and to have a very high speed during the reconfiguration as well as for performance of evolutionary process. The complexity of the communication between the ES and Reconfigurable Hardware is expressed by the response of the protocols in order to able to reconfigure the target from the ES in otherwise it is necessary to understand the bit stream.

**GENETIC ALGORITHM**

A genetic algorithm (GA) is a search heuristic that mimics the process of natural evolution. Genetic algorithms belong to the larger class of evolutionary algorithms (EA), which deals with three operators namely reproduction mutation and crossover. Fig.2. shows components of evolutionary Algorithm, Evolutionary algorithm (EA) is a computer algorithm that is based on principles of natural evolution and self adaption. The major components of evolutionary algorithm are representation variation, evolution based on fitness, selection, population, termination.

**Fig.3.Components of Evolutionary algorithm (EA)**

The major components of evolutionary algorithm are representation, variation, evolution (based on fitness), selection, population, and termination [15]. Representation: it refers the data structure that encodes all the problem parameters needed to describe a solution. Variation: it is a random process that creates a new solution from existing solution by
changing some or all parameters. Population is a number of chromosomes that are available to the best. The fitness of chromosome is defined as the percentage of the correct output bits for every input combination of the complete specification.

In a genetic algorithm, a population of strings (called chromosomes or the genotype of the genome), which encode candidate solutions (called individuals, creatures, or phenotypes) to an optimization problem, evolves toward better solutions. Solutions are represented in binary as strings of 0s and 1s, but other encodings are also possible. Commonly, the algorithm terminates when either a maximum number of generations has been produced, or a satisfactory fitness level has been reached for the population. The fitness function is defined over the genetic representation and measures the quality of the represented solution. The fitness function is always problem dependent.

Initialization: Initially many individual solutions are randomly generated to form an initial population. The population size depends on the nature of the problem, but typically contains several hundreds or thousands of possible solutions. Selection: During each successive generation, a proportion of the existing population is selected to breed a new generation. Individual solutions are selected through a fitness-based process, where fitter solutions (as measured by a fitness function) are typically more likely to be selected. Reproduction: The next step is to generate a second generation population of solutions from those selected through genetic operators: crossover (also called recombination), and/or mutation. Termination: This generational process is repeated until a termination condition has been reached.

For dynamic adaption EHW using bio-inspired techniques like Genetic Algorithm (GA). GA is a stochastic search method that operates on a population of potential solutions and applies the principle of survival of the fittest to produce better approximation to solution. HScone GA, Roulette GA, and Compact GA this are the different genetic algorithms are used for implementation.

III. VIRTUAL RECONFIGURABLE CIRCUIT AND ITS IMPLEMENTATION USING CGP

VRC is a reconfiguration layer developed on the top of FPGA in order to obtain fast reconfiguration and application-specific programmable elements. The use of VRC has allowed us to introduce a novel approach to the design of complete evolvable system in single FPGA [6], [12]. When the VRC is uploaded into the FPGA then the configuration bits stream has to cause that there will be created the following units in the FPGA: an array of programmable elements (PE), programmable inter connection network, configuration port. In most cases the VRC takes a regular Two-Dimensional array of programmable elements. A very efficient and successful approach — called Cartesian Genetic Programming (CGP) has been developed for the evolutionary design. The main advantage of CGP is that it uses the representation similar to real reconfigurable hardware.

For dynamic adaption EHW using bio-inspired techniques like Genetic Algorithm (GA). GA is a stochastic search method that operates on a population of potential solutions and applies the principle of survival of the fittest to produce better approximation to solution. HScone GA, Roulette GA, and Compact GA this are the different genetic algorithms are used for implementation.

Genetic Programming

In CGP, a reconfigurable circuit is modeled as an array of (columns) x (rows) programmable nodes [12]. The number of circuit inputs and outputs are fixed. A node inputs can be connected to the outputs of some elements in the proceeding column or some of the circuit inputs. A node has up to inputs and a single output. Each and every node has functions (i.e. programmed to implement) defined in F set [2], [4]. The nodes in the same column are not allowed to be connected each other, and any node may connect or not connected.

The circuit output can be taken from any node output. Feedback is not allowed and thus the only
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combinational circuits can be designed. Fig. 6 shows a model of a reconfigurable circuit and its corresponding configuration bit stream uploaded to establish the circuit connection.

The numbers 0, 1, 2 represents input and the numbers 12,10,6 represents output.

![Diagram of circuit and configuration bit stream](image)

**Fig. 6** Example of a circuit and its configuration in a Cartesian genetic programming with parameters : \( F = \{ F_0, F_1 \} \), \( n_I = 3 \), \( n_O = 2 \), \( n_F = 3 \), \( n_P = 2 \). Shows a model of a reconfiguration information is \((input_1, input_2, function)\) : 1,2,1, 2,3,0, 3,5,7, 0,0,4, 3,4,6, 0,6,1, 6,8; the last two integers indicates outputs of the circuit.

The length of the chromosome \([1]\) measured in the gene is

\[
\Lambda = n_I + n_O + 1 = n_I
\]

(1)

were \( n_I \) is number of rows, \( n_O \) is number of columns, \( n_P \) is number of outputs, \( n_F \) is a node of \( n_I \) inputs.

### 3.1 Size of the design circuit

Consider that CGP, as defined in above section, is issued to evolve combinational circuits. Let a set \( H \) contain all logical functions of the form given by the mapping \( \{0,1\}^n \rightarrow \{0,1\}^m \). All most all Boolean functions have the number of gates required for implementation of a particular circuit is at least \( 2^n/2^m \) this is known as Shannon’s effect \([13,1]\).

\[
|H| = 2^n - 2^m
\]

(2)

Assume that the outputs fixed to the last column of the PEs and not modified by evolution. In this case 1 back is 1, and then the number of chromosomes that form different configurations of the reconfigurable circuit is given by

\[
|C| = n_I^n I^{n_F} (n_I + n_P)^{n_O} (n_P - 1) n_I^{n_I - 1} n_P^{n_P - 1}
\]

(3)

Where \( |C| \) is in fact the size of the search space \([14]\). Consider in above fig 6, where each PE can be connected either to some of primary inputs (5 options) i.e. 3 inputs and 2 functions (\( F_0, F_1 \)), hence 3 bits are needed to select the configuration of a single input of a PE. We will need 9 bits to configure a single PE. Let us analyze the length of the chromosome is \( \Lambda = 20 \) or \( \Lambda = 2 \times 3 \times 3 + 2 = 20 \) and size of the search space. the number of physically different circuits is up to \( |C| \) = .while the number of different logical behavior is \( |H| = 6 \). The choice of PE roughly corresponds to the Shannon’s effect which indicates that about 6PE are needed to implement any circuits of 3 inputs if no gates were shared. Implementation of VRC is based on multiplexers. The configuration memory is connected to multiplexers that control the routing and selection of function in PE.

### IV. THE PROPOSED EVOLVABLE UNIT FOR 2-BIT ADDER

Evolvable Hardware technique have the potential to significantly increase the functionality of deployed hardware system for space mission as it enables self-configurability \([15]\). EHW uses simulated evolution to search for new hardware configurations. Evolutionary algorithm is the most commonly used algorithm. Evolutionary algorithm (EA) is a computer algorithm that is based on principles of natural evolution and self-adaptation \([6]\). The most commonly used Evolutionary Algorithm is Genetic Algorithm (GA). GA have been applied to EHW because of it’s because of its binary representation which match’s perfectly with the configuration bits used in FPGAs.

![Proposed 2-bit model of reconfigurable circuit](image)

**Fig. 7** shows a proposed 2-bit model of a reconfigurable circuit and its corresponding configuration bit stream uploaded to establish the circuit connection.

The configuration of every PE is represented in the chromosomes as \((input_1, input_2, and function)\) which define the connection of two inputs and the function realized in the PE. Every node i.e. PE is programmed to implement one of functions defined in the \( F \) set. \( a_0, a_1, b_0, b_1 \) are the input and the numbers 12,10,6 represents output. The numbers 12, 6 represents output sum and number 10 represents output carry. Each of the input numbers is represented in binary. Crossover and mutation operations are performed with thus 4 bit binary numbers.

The length of the chromosome measured in genes, \( \Lambda = 51 \). Let a set \( H \) contain all logical functions of the form given by the mapping \( \{0,1\}^n \rightarrow \{0,1\}^m \) \([13]\). were \( |H| = 2^{13} \). The number of gates required for implementation of a particular circuit is at least \( 2^{n_I} n_I^{-1} \) is 4. 2-bit adder is implemented by using 13 gates shown in fig. 7. PEs (nodes) are connected either to some of the primary inputs or in the previous column. They are 16 options, i.e. 4-bits are needed to select a single input of a PE. Because PE has two inputs and other 3-bits are needed to select function i.e. 5 functional options, hence we will need 11 bits (4 inputs 1 bits -4 input 2 bits +3 function bits) to configure a single PE.
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**Fig. 7** 2 bit adder circuit and its configuration in (CSG) Cartesian genetic Programming with parameters

\[ F = \{ F_1, F_2, F_3, F_4, F_5 \} \]

- \( n_r = 4, n_o = 3 \)
- Configuration information: \( a_0 = 3, b_0 = 1, a_1 = 1, b_1 = 2, a_0 = 3, b_0 = 3, 8, 2, 4, 3, 1, 2, 4, 7, 5, 2, 3, 11, 3, 9, 8, 3, 12, 10, 6 \)

The last integers determined the connection of outputs. Gates 13, 14, 15 are not utilized.

**Table I** Logic function expressed in terms of Functions

<table>
<thead>
<tr>
<th>Logic Function</th>
<th>Functions (F)</th>
</tr>
</thead>
<tbody>
<tr>
<td>XOR Gate</td>
<td>F1</td>
</tr>
<tr>
<td>AND Gate</td>
<td>F2</td>
</tr>
<tr>
<td>OR Gate</td>
<td>F3</td>
</tr>
<tr>
<td>NOT Gate</td>
<td>F4</td>
</tr>
<tr>
<td>WIRE</td>
<td>F5</td>
</tr>
</tbody>
</table>

4.1 Algorithm for Random number generation

The initial population is obtained using Pseudo random number generation technique:

1. Initially 44 bits binary data is given as input.
2. Then MSB and LSB is XORed for each and every rising clock edge.
3. Store the result obtained in some location and repeat step 2 for all possibilities.

4.2 Algorithm for fitness calculation

1. Store the user outputs for different combinations of 2-bit adder inputs.
2. For each input combinations, store the evolved outputs.
3. Compare the reference outputs with user outputs for each of the combination of inputs.
4. If equal, increment the counter, and assign fitness value.
5. After comparison get next input combinations. Check all 15 different input combinations.
6. If yes, then stop, else go to step 3.

4.3 Simple generational genetic algorithm procedure:

1. Choose the initial population of individuals.
2. Evaluate the fitness of each individual in that population.
3. Repeat on this generation until termination (sufficient fitness achieved).
4. Select the best-fit individuals from reproduction.
5. Breed new individuals through crossover and mutation operations to give birth to offspring.
6. Evaluate the individual fitness of new individuals.

Replace least-fit population with new individuals.

**V. EXPERIMENTAL RESULTS**

**Fig 8** Random number generation

**Fig 9** Fitness calculation

**VI. DISCUSSION AND CONCLUSION**

This paper has contained a design of 2-bit adder, FPGA based EHW development and proposed Evolution unit setup can be applied for future space application. Proposed 2-bit adder is designed by using 16 number of PEs. The configuration of every PE is represented in the chromosomes as input1, input2, and function. We will need 11 bits to configure a single PE. The length of the chromosome is \( N = 51 \) and size of the search space is up to \( |C| = \). An Evolvable Hardware technique has potentially and significantly increased the functionality of deployed hardware system for space mission as its enable Self-Reconfigurability. Future planetary and deep space exploration demands that the space vehicles should have robust system architecture and be dynamically reconfigurable to explore unpredictable environment. For dynamic adaption EHW using bio-inspired techniques like Genetic Algorithm (GA), GA is a stochastic search method that operates on a population of potential solutions and applies the principle of survival of the fittest to produce better approximation to solution. Hsclone GA, Roulette GA, and Compact GA this are the different genetic algorithms are used for implementation. Implementation of Evolvable system using FPGA is cost-effective and flexible. Currently Xilinx is the most popular platform for implementation of Evolvable systems. There are various approaches for Xilinx FPGA to use it for re-configuration. The use of proposed intrinsic run-time configurations will allows...
one to overcome at the certain level the scalability problems and reduce the time required to re-design the system every time.
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