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Abstract: Advanced Encryption Standard (AES), has received significant interest over the past decade due to its performance and security level. Low power devices have gained extreme importance in market today. Power dissipation is one of the most important design constraints to be handled well. A key to successful power management is automatic power reduction. This enables designers to meet their power budgets without adversely affecting their productivity or time to market. In this paper power gating techniques applied on AES crypto-processor is depicted. The goal of power gating is to minimize leakage power by temporarily cutting power off to selective blocks that are not required in the current operation. This AES design was implemented using Verilog HDL and synthesized with Synopsys DC Compiler using Nangate 45 nm open cell library, physical design implementation and power gating was performed using SOC Encounter and achieved a power reduction up to 40%.
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1. INTRODUCTION

The large and growing number of internet and wireless communication users has led to an increasing demand of security measures and devices for protecting the user data transmitted over the open channels. Two types of cryptographic systems are mainly used for security purpose, one is symmetric-key crypto system and other is asymmetric-key crypto system. Symmetric-key cryptography (DES, 3DES and AES) uses same key for both encryption and decryption. The asymmetric-key cryptography (RSA and Elliptic curve cryptography) uses different keys for encryption and decryption. The major disadvantage of DES is its key length is small. In November 2001, the National Institute of Standards and Technology (NIST) of the United States chose the Rijndael algorithm as the suitable Advanced Encryption Standard (AES) to replace previous algorithms like DES algorithm.

The AES encryption is considered to be efficient both for hardware and software implementations. Compared to software, hardware implementation is more reliable. Some works have been presented on hardware implementations of the AES algorithm using ASIC [6], [7], [8].

Power gating enables to shut off the blocks which are not being using at a point of time. The work on power gating is presented in [9],[10].

The rest of the paper is organized as follows. Section II describes basic AES algorithm. Section III describes novel on-the-fly key expansion module. Section IV describes AES crypto-processor. Section V describes power gating. Finally we concluded the paper in section VII.

2. AES ALGORITHM

The AES algorithm is a symmetric block cipher that processes data blocks of 128 bits using a cipher key of length 128, 192, or 256-bits. In addition, the AES algorithm is an iterative algorithm. Each iteration can be called a round, and the total number of rounds, Nr, is 10, 12, or 14, when the key length is 128, 192, or 256 bits, respectively. Table 1 shows the number of rounds as a function of key length.

<table>
<thead>
<tr>
<th>Key length</th>
<th>Number of rounds Nr</th>
<th>Block size NB words</th>
</tr>
</thead>
<tbody>
<tr>
<td>AES-128</td>
<td>10</td>
<td>4</td>
</tr>
<tr>
<td>AES-192</td>
<td>12</td>
<td>4</td>
</tr>
<tr>
<td>AES-256</td>
<td>14</td>
<td>4</td>
</tr>
</tbody>
</table>

The 128-bit data block is divided into 16 bytes. These bytes are mapped to a 4x4 array called the State and the state undergoes all the internal operations of AES algorithm. Every byte in the State is denoted by Si,j(0 ≤ i, j < 4), and is considered as an element of GF(28). Although different irreducible polynomials can be used to construct GF(28), the irreducible polynomial used in the AES algorithm is p(x) = x8 + x4 + x3 + x + 1. Block diagram of the AES encryption and the equivalent decryption structures are shown in Fig 1.

After an initial round key addition, a round function consisting of four different transformations sub-bytes, shift-rows, mix-columns, and add-round-key are applied to the data block in the encryption.
procedure and in reverse order with inverse transformations in Decryption procedure. But last round in encryption contains only sub bytes, shift rows and add round key. Last round in decryption contains only inverse sub bytes, inverse shift rows and add round key. Four transformations in a round function are examined and optimally designed to achieve efficient implementation.

2.1 Subbytes/Inv SubByte transformations

Subbyte transformation is a non-linear byte substitution. This can be done by using two methods. One is by using lookup tables (LUT); other is by using a combinational logic. The LUT approach is used in this design.

In the SubBytes step, each byte in the matrix is updated using an 8-bit substitution box, the Rijndael $S$-box. This operation provides the non-linearity in the cipher. The $S$-box used is derived from the multiplicative inverse over GF($2^8$), known to have good non-linearity properties. To avoid attacks based on simple algebraic properties, the $S$-box is constructed by combining the inverse function with an invertible affine transformation. The $S$-box is also chosen to avoid any fixed points, and also any opposite fixed points.

2.2 ShiftRows/InvShift Rows

ShiftRows is a simple shifting transformation. First row of the state is kept as it is, while the second, third and fourth rows cyclically shifted by one byte, two bytes and three bytes to the left, respectively. In the InvShiftRows, the first row of the State does not change, while the rest of the rows are cyclically shifted to the right by the same offset as that in the ShiftRows.

2.3 MixColumn/InvMixColumn transformation

The MixColumns() transformation operates on the State column-by-column, treating each column as a four-term polynomial. The columns are considered as polynomials over GF($2^8$) and multiplied modulo $x^4 + 1$ with a fixed polynomial $a(x)$, given by $a(x) = \{03\}x^3 + \{01\}x^2 + \{01\}x + \{02\}$.

The function $xtime$ is used to represent the multiplication with $\text{'02'}$, modulo the irreducible polynomial $m(x)= x^8 + x^4 + x^3 + x + 1$. Implementation of function $xtime()$ includes shifting and conditional xor with $\text{'1B'}$. Fig. 4 shows the mix column transformation.

The InvMixColumns multiplies the polynomial formed by each column of the State with $a^{-1}(x)$ modulo $x^4+1$, where $a^{-1}(x) = \{0b\}x^3 + \{0d\}x^2 + \{09\}x + \{0e\}$.

In matrix form, the InvMixColumns transformation can be expressed by

$$
\begin{align*}
S' &= \begin{bmatrix}
\{0e\} & \{06\} & \{0b\} & \{06\} \\
\{09\} & \{0c\} & \{0b\} & \{0d\} \\
\{0d\} & \{09\} & \{06\} & \{0b\} \\
\{0b\} & \{0d\} & \{09\} & \{06\}
\end{bmatrix} \\
&= \begin{bmatrix}
S_{0} \\
S'_{1} \\
S'_{2} \\
S'_{3}
\end{bmatrix}
\end{align*}
$$

2.4 Add Roundkey

Add RoundKey involves only bit-wise XOR operation. After every round output of the mixcolumn is added with round key.
By inverting the encryption structure one can easily derive the decryption structure. However, the sequence of the transformations will be different from that in encryption. This feature prohibits resource sharing between encryptors and descriptors. Equivalent decryption structure is shown in Figure 1(b).

3. KEY EXPANSION

In the AES algorithm, the key expansion module is used for generating round keys for every round. There are two approaches to provide round keys. One is to pre-compute and store all the round keys, and the other one is to produce them on-the-fly. First approach consumes more area. In second approach, the initial key is divided into \( N_k \) words (\( \text{key}_0, \text{key}_1, \ldots, \text{key}_{N_k-1} \)) which are used as initial words. With the help of these initial words rest the words are generated iteratively. It can be computed that is 4, 6, or 8, when the key length is 128, 192 or 256-bit, respectively. Each round key has 128 bits, and is formed by concatenating four words:

\[
\text{Roundkey}(i) = \{w_{4i}, w_{4i+1}, w_{4i+2}, w_{4i+3}\}.
\]

The key expansion procedure can be described by the pseudo code listed below:

for \( i = 0 \) to \( N_k-1 \)  
\( w_i = \text{key}_i \)  
end

for \( i = N_k \) to \( 4(N_r + 1) - 1 \)  
\( \text{temp} = w_i \)  
if \( (I \mod N_k = 0) \)  
\( \text{temp} = \text{SubWord}(\text{RotWord}(w_{i-1})) \text{ XOR} \text{Rcon}(i/N_k) \)
else if  
\( w_i = w_i-N_k \text{ XOR} \text{temp} \)  
end.

4. AES CRYPTO-PROCESSOR

The AES crypto-processor is capable of performing both Encryption and Decryption simultaneously for different data inputs at a given time. It takes 14 clock cycles for the processor to produce the output data. In the first 14 clock cycles the encryption is being performed the decryption block is idle, after the encrypted data is produced the decryption block is enabled to perform decryption and simultaneously next data can be fed in to the encryption block. Figure 6 depicts the AES crypto-processor.
The counter used is a 15bit one hot counter and depending upon the value of the counter the operations for 14 rounds are performed as in the last round the mix-column step is not required. The F/F ensures that the feedback data is available at the next clock cycle.

Figure 7 shows the encryption process containing the control unit and the other main blocks.

4.2 Decryption

The Decryption block is not the exact inverse of the encryption block but it is similar to the encryption steps. The decryption block describes the inverse Subbytes, inverse-shift-columns and the inverse-mix-columns steps. The control unit works in a similar manner as in the case of the encryption. Counter output is used to bypass the inverse mix column step that is used in the final round of the operation and only add-round-key operation is performed in the first stage.

Figure 8 shows the decryption process containing the control unit and the other main blocks.

5. POWER GATING

Power gating is the technique wherein circuit blocks that are not in use are temporarily turned off to reduce the overall leakage power of the chip. This temporary shutdown time can also be called as "low power mode" or "inactive mode". When circuit blocks are required for operation once again they are activated to "active mode". These two modes are switched at the appropriate time and in the suitable manner to maximize power performance while minimizing impact to performance.

Power gating can be applied in this context by shutting down power to the encryption block while performing decryption. The encryption block consists of an enable pin and by adding a switch to the enable pin we can switch between the active mode and sleep mode. The encryption block can be put to sleep while performing decryption.

Power gating is performed using the SoC Encounter tool. A region/boundary can be chosen with in which the cells of the encryption block are placed. The placed cells are connected to the output of the switch and taken forward to the routing stage.

6. RESULTS

The proposed AES architecture is described in Verilog HDL at the register-transfer level. Synthesizing the RTL into the gate level was done by using Synopsys DC compiler using 45nm standard-cell CMOS technology. Back-end design has been carried out using SOC-encounter. The simulated waveforms for both encryption and decryption process with 256-bit key were verified with expected results. The comparison results of the proposed implementation with and without power gating is presented in Table 2. The final layout of the proposed configurable AES processor is shown in Figure 10.

<table>
<thead>
<tr>
<th>Power Parameters</th>
<th>Before Power Gating</th>
<th>After Power Gating</th>
</tr>
</thead>
<tbody>
<tr>
<td>Switching Power</td>
<td>27.3mW</td>
<td>17.01mW</td>
</tr>
<tr>
<td>Internal Power</td>
<td>15.93mW</td>
<td>7.79mW</td>
</tr>
<tr>
<td>Leakage power</td>
<td>665.1mW</td>
<td>347.60mW</td>
</tr>
<tr>
<td>Net Power</td>
<td>700mW</td>
<td>372mW</td>
</tr>
</tbody>
</table>
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Fig. 10 Final Chip Layout

7. CONCLUSION

In this paper, we have presented a hardware implementation of an efficient AES crypto-processor which includes both encryption and decryption. The design is modeled using Verilog HDL and simulated with the help of Cadence Ncsim, Synthesis is done by using Synopsys DC Compiler and physical design is done using with SoC Encounter, with the proposed low power design technique, the power consumption can be reduced by 40%.
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